**Статическое отображение картинок**

Основы игр будем изучать с помощью клубка. Для начала нам понадобится изображение клубка.
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Первый урок будет самым простым - научимся выводить клубок в центре экрана.

Для игр нам понадобится игровая площадка. Стандартные макеты **LinearLayout**, **RelativeLayout** и т.д. нам не подойдут, они разработаны для других целей и не предполагают активного взаимодействия, за исключением некоторых анимационных эффектов. Оставим их в покое.

Воспользуемся специальным классом **View**, который является базовым классом для всех стандартных компонентов, а также для создания собственных компонентов с нуля. У поля есть поверхность для рисования, называемое **Canvas** (Холст) и специальные методы для рисования объектов. Наследуемый от класса **View** наш новый класс послужит игровой площадкой для будущих игр.

Создадим новый класс **Board**, наследуясь от **View**:

public class Board extends View {

}

Студия предложит создать хотя бы один из четырёх возможных конструкторов. Выберем самый простой, остальные нам не понадобятся.

public Board(Context context) {

super(context);

}

У конструктора один параметр - контекст. Заготовка игровой площадки готова и мы можем вывести её на экран. Удаляем у активности метод подключения разметки, а вместо неё подключаем свой компонент.

// setContentView(R.layout.activity\_main);

// Подключаем вместо разметки

setContentView(new Board(this));

Если вы хотите видеть экран игры в полном размере без лишних заголовков, то до вызова метода **setContentView()** разместите следующий код:

requestWindowFeature(Window.FEATURE\_NO\_TITLE);

getWindow().setFlags(WindowManager.LayoutParams.FLAG\_FULLSCREEN,

WindowManager.LayoutParams.FLAG\_FULLSCREEN);

Или можете выбрать готовую тему для активности, которая прячет заголовки.

Я не буду этого делать, чтобы выводить информацию в заголовке программы. А вы можете использовать этот код.

Запустим проект и увидим пустой белый экран. Пока ничего интересного. А где же обещанный клубок? Продолжим работу с игровой площадкой **Board()**. Но сначала поместим подготовленное изображение клубка ниток в папку ресурсов **res/drawable**. Для простого примера я не буду подготавливать разные размеры клубка под разные разрешения экрана, нам важно сфокусироваться на других вещах.

Изображение клубка является растровой картинкой, состоящей из множества цветных точек. Для работы с такими картинками существует класс **Bitmap**. Объявим новую переменную в начале нашего класса для будущего объекта данного типа. А также объявим две переменные, которые будут отвечать за местоположение клубка на экране.

private Bitmap mBallBitmap;

В конструкторе класса мы создадим объект для нашего клубка, сообщив, что данные возьмём из ресурсов и сообщим идентификатор картинки в ресурсах:

mBallBitmap = BitmapFactory.decodeResource(getResources(), R.drawable.klubok);

Итак, в памяти мы создали объект клубка, но экране мы его не увидим, потому что ещё не дали команды отобразить (нарисовать) его. Для рисования у класса **View** есть специальный метод **onDraw()** с единственным параметром **Canvas**, который предоставляет поверхность для рисования. Мы сообщаем, что хотим отобразить картинку - для этого есть специальный метод **drawBitmap()**. Также есть отдельные методы для рисования точки, линии, прямоугольника и даже слов (это как рисовать на заборе). Нам нужно указать объект рисования, его координаты и цвет для рисования.

canvas.drawBitmap(mBallBitmap, canvas.getWidth() / 2, canvas.getHeight() / 2,

null);

В нашем случае мы указали созданный ранее объект **mBallBitmap**, а координаты центра игровой площадки вычислили самостоятельно, разделив ширину и высоту доступной нам площадки пополам. Мы не привязываемся к конкретным значениям, поэтому на любых устройствах клубок будет находиться в центре экрана. Последний параметр нам не нужен, так как мы не собираемся пока ничего рисовать.

Впрочем, если приглядеться, то можно заметить, что клубок находится не совсем по центру. Кругом нас обманывают. Не кипятитесь. Дело в том, что отсчёт координат идёт не от центра клубка, а от левого верхнего угла квадрата, в который вписан наш клубок. Если вам действительно хочется увидеть клубок точно в центре, то вспоминайте математику. Нам придётся дополнительно вычислить ширину и высоту самого клубка и отнять половинки этих значений.

Целиком код для класса **Board** станет следующим:

package ru.alexanderklimov.ball;

import android.content.Context;

import android.graphics.Bitmap;

import android.graphics.BitmapFactory;

import android.graphics.Canvas;

import android.view.View;

public class Board extends View {

private Bitmap mBallBitmap;

public Board(Context context) {

super(context);

mBallBitmap = BitmapFactory.decodeResource(getResources(), R.drawable.klubok);

}

@Override

protected void onDraw(Canvas canvas) {

super.onDraw(canvas);

canvas.drawBitmap(mBallBitmap, canvas.getWidth() / 2 - mBallBitmap.getWidth() / 2,

canvas.getHeight() / 2 - mBallBitmap.getHeight() / 2, null);

}

}

В данном примере мы получали размеры холста и вычисляли центр. Также можно получить размер самого компонента **View**. Добавим в класс новые поля и переопределим метод **on SizeChanged()**. И в методе **onDraw()** вычислим центр.

private int mScreenWidth;

private int mScreenHeight;

@Override

protected void onSizeChanged(int w, int h, int oldw, int oldh) {

super.onSizeChanged(w, h, oldw, oldh);

mScreenWidth = w;

mScreenHeight = h;

}

@Override

protected void onDraw(Canvas canvas) {

super.onDraw(canvas);

canvas.drawBitmap(mBallBitmap,

(mScreenWidth - mBallBitmap.getWidth()) / 2,

(mScreenHeight - mBallBitmap.getWidth()) / 2, null);

}

Какой из этих способов предпочтительнее, решать вам. В нашем примере разницы нет, но второй способ может пригодиться при использовании других методов, где нет доступа к объекту**Canvas**. Поэтому пока оставляем первый способ, а второй держим в уме. Метод **onSizeChanged()** вызывается после конструктора, но перед рисованием.

**Используем фигуры**

В примере мы использовали готовую картинку, которая загружается из ресурсов. Но графическим объектом может быть и фигура, нарисованная программно. Например, с помощью метода **canvas.drawCirlce()** можно нарисовать круг. Конечно, он будет не такой красивый, как клубок, но для некоторых игр подойдёт и такой вариант. Также можно нарисовать квадрат, треугольник, линию и т.д. Создадим похожий файл (или можете добавить в этот же проект). Для интерактивности добавим метод, который будет отслеживать касания экрана.

package ru.alexanderklimov.ball;

import android.content.Context;

import android.graphics.Bitmap;

import android.graphics.BitmapFactory;

import android.graphics.Canvas;

import android.graphics.Color;

import android.graphics.Paint;

import android.view.MotionEvent;

import android.view.View;

public class Board extends View {

private Bitmap mBallBitmap;

// Для красного и зеленого круга

private Paint mPaint;

private int mRedCircleX, mGreenCircleX;

private int mRedCircleY, mGreenCircleY;

private float mRadius;

public Board(Context context) {

super(context);

mBallBitmap = BitmapFactory.decodeResource(getResources(), R.drawable.klubok);

// Для красного и зеленого круга

mPaint = new Paint();

mPaint.setAntiAlias(true);

mRedCircleX = 20;

mRedCircleY = 20;

mRadius = 50;

mGreenCircleX = 400;

mGreenCircleY = 100;

}

@Override

protected void onDraw(Canvas canvas) {

super.onDraw(canvas);

canvas.drawBitmap(mBallBitmap, canvas.getWidth() / 2 - mBallBitmap.getWidth() / 2,

canvas.getHeight() / 2 - mBallBitmap.getHeight() / 2, null);

// Для красного круга

mPaint.setColor(Color.RED);

canvas.drawCircle(mRedCircleX, mRedCircleY, mRadius, mPaint);

// Для зеленого круга

mPaint.setColor(Color.GREEN);

canvas.drawCircle(mGreenCircleX, mGreenCircleY, mRadius, mPaint);

}

public boolean onTouchEvent(MotionEvent event) {

int eventAction = event.getAction();

int x = (int) event.getX();

int y = (int) event.getY();

switch (eventAction) {

case MotionEvent.ACTION\_DOWN:

break;

case MotionEvent.ACTION\_MOVE:

break;

case MotionEvent.ACTION\_UP:

mRedCircleX = x;

mRedCircleY = y;

break;

}

invalidate();

return true;

}

}

О работе с касаниями поговорим в другой раз. Пока только поясню, что в момент отрыва пальца (или лапы кота) от экрана, в методе **onTouchEvent()** мы получаем координаты и перемещаем красный круг в эту позицию.

![Клубок в центре экрана](data:image/png;base64,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)